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Abstract—In the Spark parallel computing framework, the
default task scheduling algorithm primarily follows the princi-
ple of data locality. It pursues a higher data localization level
through a delay scheduling strategy but ignores differences in
node computing capacities and real-time load states, leading
to low task execution efficiency. To address this issue, this
paper proposes a multi-dimensional load-aware Spark task
scheduling strategy (MDLS). The strategy first evaluates node
computing capacities and monitors real-time loads. Then, it
constructs a multi-dimensional load-aware task execution time
prediction model by correlating and analyzing task charac-
teristics and node states. Next, the Executor-Task scheduling
problem is transformed into a Minimum Weighted Bipartite
Graph Matching problem based on execution time. For Spark’s
batch execution characteristics, MDLS integrates the Longest
Processing Time scheduling concept. Within each scheduling
batch, the task scheduling problem is modeled as a fully
weighted bipartite graph matching problem. An optimization
model is constructed with the objective of minimizing task
completion time, and the Kuhn-Munkres Algorithm is adopted
to solve for the optimal scheduling scheme. Finally, the strategy
is implemented in Spark-2.4.6 and evaluated via benchmark
tests. Experimental results show that the MDLS strategy ef-
fectively alleviates cluster resource contention and significantly
improves task execution efficiency: a 37.6% improvement over
Spark’s default mechanism and an 11.5% improvement over
the RUPAM strategy.

Index Terms—Spark; Task Scheduling; Minimum Weighted
Bipartite Graph; Kuhn-Munkres; Dynamic Load.

I. INTRODUCTION

ITH the proliferation of big data applications [1-5],
MapReduce [6] has become the mainstream frame-

work for large-scale data processing in industry [7]], [8]. As
an extension of the MapReduce paradigm, Apache Spark [9]
is widely adopted in industry due to its in-memory computing
capabilities, which significantly enhance data processing
efficiency by leveraging memory resources effectively [10].
As illustrated in Fig. 1, in a Spark application,Resilient
Distributed Dataset(RDD) construct Directed Acyclic
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Graphs(DAGs) through a series of operations such as
join, groupBy, and filter. The DAGScheduler component
then partitions the DAG into distinct stages based on
Shuffle operation characteristics, submitting partitioned
tasks to the TaskScheduler as TaskSets. The TaskScheduler
distributes these tasks to the eCluster manager, and Worker
Nodes receive tasks to execute in thread pools. Upon job
completion, Spark releases all resources occupied by the
application.

In task scheduling, Spark employs a data locality-first
delay scheduling strategy, prioritizing task execution on
nodes with high data locality. However, this default strategy
does not account for node computing capacity heterogeneity,
real-time load dynamics, or task execution states within
Executors. Additionally, data volume variations across tasks
can cause load imbalance. The default task execution order
does not adapt to task differences, resulting in suboptimal
utilization of cluster resources and prolonged task completion
time.

Spark tasks are divided into Map Tasks and Reduce Tasks,
with shuffle operations as the boundary (Figure 2). In the
Map phase, Map Tasks read and process data blocks to
generate intermediate results. In the Reduce phase, Reduce
Tasks retrieve all Map Task output data via shuffle oper-
ations. This many-to-many communication model creates
a performance bottleneck in data transfer during the Re-
duce phase. Cross-node or cross-rack data transfer delays
are significantly higher than local data reading efficiency.
Additionally, heterogeneity in node computing capacities
(CPU, memory, and I/O performance)—combined with real-
time load variations—causes dynamic fluctuations in node
processing capabilities.

Spark’s default task scheduling algorithm assumes node
homogeneity, failing to account for cluster heterogeneity
or dynamic changes in node resource utilization and real-
time load. This design leads to low resource efficiency in
heterogeneous environments, making it difficult to achieve
load balancing and satisfy performance requirements for
diverse computing scenarios. Although prior studies have
proposed effective task scheduling algorithms [11], [12] and
data locality-driven strategies [13], [14], they predominantly
rely on greedy-based scheduling with static task/node char-
acteristics. These approaches prioritize local optimization
over global optimization, hindering synergistic optimization
of data locality and resource allocation. Study [15] explores
globally optimal task-locality allocation from a data locality
perspective but ignores the impact of hardware and load
heterogeneity on scheduling.

To address the limitations of existing research, this paper
proposes a multi-dimensional load-aware task scheduling
strategy (MDLS) that comprehensively considers cluster per-
formance and load conditions. The main contributions are as
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Fig. 1. Spark Task Transformation and Execution Process.

follows:

1. Task Execution Time Prediction Model: By synthesizing
task characteristics, data distribution, node heterogeneity,
and real-time load states, an accurate task execution time
prediction model is built. This model quantitatively forecasts
task execution times on different Executors, providing a
reliable basis for scheduling decisions.

2. Multi-Dimensional Load-Aware Scheduling Strategy:
The task scheduling problem is modeled as a Minimum-
Weighted Bipartite Graph Matching problem. First, a
scheduling matrix integrating node computing capacities and
real-time load information is constructed. Then, a mathemat-
ical model is established to minimize task set completion
time, enabling intelligent task-resource matching.

3. LPT-Based Complete Weighted Bipartite Graph Op-
timization: By combining the Longest Processing Time
(LPT) strategy with Spark’s batch scheduling mechanism,
the weighted bipartite graph is extended to a Fully Weighted
Complete Bipartite Graph structure. The Kuhn—-Munkres
(KM) algorithm is used to solve for the optimal scheduling
scheme, optimizing task execution order while dynamically
balancing the loads of cluster nodes.

4. Experimental Validation and Performance Analysis: To
verify the effectiveness of MDLS, the strategy is evalu-
ated through benchmark tests across multiple dimensions,
including Map Stage completion time, Reduce Stage com-
pletion time, network bandwidth usage, and CPU utilization.
Experimental results fully validate the strategy’s feasibility
and effectiveness in improving task execution efficiency and
optimizing resource allocation.

The remainder of this paper is organized as follows:
Section 2 reviews related research on Spark task scheduling;
Section 3 details the model construction and algorithm design
of the MDLS strategy; Section 4 analyzes experimental
results and compares performance across different policies;
and Section 5 concludes the paper.
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II. RELATED WORK

Task scheduling aims to assign a set of dependent or
independent tasks to execute on cluster nodes with available
resources. An effective task scheduling strategy must con-
sider both the cluster resource load and the task execution
time to find the optimal scheduling scheme, which is critical
to improve overall job execution efficiency [16].

In the Spark platform, the default task scheduling algo-
rithm prioritizes data location and uses a delay scheduling
strategy to enhance data location (Figure 3). However, this
algorithm has notable limitations, failing to account for
node computing capacity heterogeneity or real-time load
conditions [[17]. It assumes homogeneous clusters with iden-
tical configurations and balanced loads, but in practice,
heterogeneous clusters with computing capacity variations
are common due to hardware upgrades, cluster scaling, and
multi-role node deployments [16]. Spark’s delay scheduling
and round-robin scheduling are inefficient in heterogeneous
environments: high-performance nodes idle after quick task
completion, while low-performance nodes endure prolonged
high loads, leading to unbalanced resource utilization and
degraded cluster performance.

Non-local data exchange during Map and Reduce task
execution is a common cause of performance degradation
[18]. Zaharia et al. [19] proposed the Delay Scheduling
Algorithm (DSA) for fair scheduling, which reduces network
data transmission by balancing data transfer time and waiting
time. When task node locality cannot be satisfied, DSA
introduces appropriate delays to improve data locality. Guo
et al. [20] transformed the scheduling problem into a Linear
Sum Assignment Problem (LSAP) and proposed a node-
locality-maximizing task scheduling algorithm. Tang et al.
[23] modeled task scheduling as a graph problem, formulat-
ing optimal schemes by calculating task communication cost
matrices to minimize communication overhead and enhance
job performance.

However, a common limitation of these approaches is
their neglect of node computing capacities and real-time load
dynamics. Jin et al. [17] proposed BAR (Balance-Reduce), a
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Fig. 2. Different Stages of Tasks and the Shuffle Process.

data locality-driven dynamic task scheduling algorithm that
adjusts to node network conditions and workloads but ignores
node computing capabilities. To address this, Naik et al. [[11]
developed a data locality-aware scheduling strategy based
on node performance and load profiles, balancing locality
and load by assigning data blocks to higher-capability nodes.
Lu et al. [21] proposed a scheduling strategy weighing task
complexity and node performance, assigning tasks to high-
performance nodes based on heterogeneous node differences
and resource demands to alleviate the barrel effect” in
heterogeneous environments. With growing data volumes
and cluster hardware aging, cluster heterogeneity intensi-
fies; node capability-based task allocation optimizes resource
utilization, balances loads, and reduces job runtime. Xu et
al. [16] proposed the Resource and Usage Pattern-Aware
Scheduling Management (RUPAM) strategy for heteroge-
neous environments. RUPAM integrates task resource and
hardware characteristics, using a heuristic greedy algorithm
to match tasks with nodes based on key factors (e.g., CPU,
memory) via task sorting and priority queue matching,
while preserving data locality. Although RUPAM improves
program performance, its real-time dynamic adjustment ca-
pability is limited. Tang et al. [22] developed a dynamic
memory-aware task scheduler that integrates CPU, memory,
and other resources, adjusting task concurrency via real-time
system feedback to optimize resource utilization and shorten
application execution time.

Historical task execution information provides valuable
a priori knowledge for dynamic scheduling. Li et al. [23]
proposed an energy-aware task scheduling strategy using
a historical policy table (recording execution times and
energy consumption of past tasks) to assign tasks to optimal
Executors, reducing job execution time and energy use.
Tang et al. [24] developed a network-load-aware scheduling
strategy based on historical execution data, categorizing
tasks into network-intensive and network-idle states. This
allows scheduling additional network-intensive tasks during
network-idle phases and executing co-located CPU tasks as

Dependency
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Stage 1 Dependency ';' 'lf V;
h
[ RDDI ‘ ‘ HH ‘ ‘ - ‘ | ‘ L —Reduce Stage
“‘vf f:i T

coarse-grained pipelined tasks to improve resource utiliza-
tion. Zhang et al. [25] presented a delayed parallel Stage
scheduling strategy using historical task scheduling data,
optimizing CPU-network resource coordination to enhance
task efficiency.

Task deadlines are another critical scheduling constraint.
Unlike prior work focusing on static resource allocation,
these studies introduce time-sensitive constraints but still
lack dynamic adaptation to multi-dimensional load vari-
ations. Wang et al. [26] proposed a dynamic multi-task
deadline scheduling algorithm, first determining task order
via an improved priority strategy in the allocation phase,
then allocating resources based on user time demands to
reduce job runtime and meet deadlines. Wang [27] and
Singh [28] incorporated ant colony algorithms to balance
optimal completion times and node workloads. Gu et al.
[29] developed a scheduling strategy addressing both data
skewness and deadlines to minimize public cloud rental
costs. Neciu et al. [30] proposed a real-time Earliest Deadline
First (EDF)-based scheduling strategy for Spark jobs, dynam-
ically adapting to heterogeneous cluster loads by managing
job deadlines to reduce latency. Zhao et al. [31]] optimized
DAG-aware scheduling by integrating task dependencies
with cache replacement policies, addressing inefficiencies in
Spark’s cache management during DAG execution.

III. SPARK TASK SCHEDULING STRATEGY BASED ON
MULTIDIMENSIONAL LOAD SENSING

A. Task Execution Time Model

Spark task execution time is influenced by multiple fac-
tors: cross-node data shuffling occurs when task location
mismatches data storage, with migration time determined by
data volume, network bandwidth, and real-time load; node
computing capacities, disk performance, and real-time load
directly impact task execution duration [32]). Therefore, quan-
tifying node computing capacities is essential to accurately
predict task completion time.
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Fig. 3. Flowchart of Spark’s Scheduling Strategy.

1) Node Performance Definition

During Spark execution, network data transfer is triggered
when an Executor and task-execution data reside on different
nodes. To quantify a node’s ability to fetch remote data,
this paper measures the average rate at which Executor e;
retrieves data from intermediate data nodes via repeated
execution of a standard benchmark workload. The average
rate at which remote data is retrieved by e; to the local node
for task; is defined as:

num—1 net
— ijk
Netij = —k_(’)num J R

i=0,1,...m (1)

Where net;;;; denotes the network transmission rate be-
tween node j and the node k hosting the intermediate data
fragment for task;.

Computational capability C'alSpeed; represents the cur-
rent processing speed of node j. This is measured by
executing multiple standard benchmark jobs with fixed data
volumes and calculating their average execution speed:

num—1
—o  Speed;
)

CalSpeed; = L 7i=0,1,...m (2)

num
Multiple Executors on the same node share hardware
resources, hence their execution rates are consistent.
Disk input/output (I/O) overhead is also a critical factor
in Spark computations. Using the Linux dd command, we

define disk write speed Cite and read speed Ci.eqq for
node j as follows:

num—1 num—1
> c > ¢
—0 w —0 r
erite = miv Cread = == (3)
num num

2) Dependency-Based Data Volume Sensing Algorithm

After Spark application jobs are transformed into Di-
rected Acyclic Graphs (DAGs), they are divided into stages
based on dependency levels. Specifically, narrow dependen-
cies (e.g., map, filter) form continuous stages, while wide
dependencies (shuffle operations) trigger stage boundaries.
Analogous to the MapReduce framework, these include Map
and Reduce stages. In the Map stage, each Map task reads a
data partition and forms a ”one-to-one” narrow dependency
with the partition. In the Reduce stage, each Reduce task
extracts partial intermediate data from Map task outputs,
establishing a “one-to-many” wide dependency (shuffle de-
pendency) with data partitions. While the Map stage’s input
data distribution is static (pre-known before task execution),
the Reduce stage’s data distribution is highly uncertain due
to dynamically generated intermediate results, necessitating
dynamic sensing algorithms for real-time computation. This
subsection focuses on dependency-based data distribution
sensing for Reduce-stage tasks.

In the Reduce stage, task-processed data originates from
Map-stage task outputs, categorized as local (same node) or
remote (cross-node) based on the Executor’s location. Spark
identifies Map-Reduce dependencies via shuffleld: Map task
output locations and corresponding shufflelds are stored in
the Driver’s MapOutputTracker. Before Reduce tasks start,
they retrieve data locations from the Driver and fetch data
from target nodes via BlockManagerClient. As Reduce tasks
are distributed across nodes and Map tasks process varying
data volumes, data pull volumes for different Reduce tasks
fluctuate significantly.

Before submitting the Reduce-phase TaskSet, the amount
of partitioned data and remote data pull per task can be ac-
curately calculated using Shuffleld and Spark’s RPC frame-
work. The detailed implementation is outlined in Algorithm
1.

Through the above process, the data volume for Map and
Reduce tasks is unified as Size;oq;, and the local data size
for Reduce task is defined as Sizej,cq;- These serve as basic
parameters for data distribution in subsequent execution time
modeling.

3) Map Task Execution Time Model

The Map stage task execution time comprises three sub-
stages: data reading, data computation, and result output.
For HDFS files, the number of Tasks by default equals the
number of HDFS partitions. By querying HDFS partition
locations via HDFS API , the data volume per Task is
obtained as modeling input.

HDFS storage mechanisms directly impact data reading
efficiency. For HDFS files, data read time depends on replica
location and storage media (e.g., memory/disk). Based on
how replicas are stored on the node where the Executor is de-
ployed, the time to read data from the replica (memory/disk)
to the Executor instance is evaluated as:
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Algorithm 1 Dependency-Based Data Volume Sensing
Algorithm
Input: Reduce task corresponding to stage Shuffleld: sf;4
Output: Partition data information for the task: Tp,,,,;
The amount of partition data corresponding to the Reduce
task: D;;
Imitialize: T}, ;5o < {}; Dy < {}
taskSet = get ReduceT asks(sfiq)
for task in taskSet do
remoteData = 0
taskPs = partitions.get (task, partition Num)
for partition in taskPs do
Tp_infoltask.id).append (partition)
for partition in Tp_i,fo[task.id] do
if partition.Node # task.Node then
remoteData+ = mapSize
Dy [task.id]).remoteData = remoteData
end if
Dy[task.id).total Data+ = mapSize
end for
end for
end for
return (Tp_info, Di)

Sizetatal
ST'ead X (1 - 0)

Where S,..q represents the memory or disk read speed,
and 6 denotes the current resource utilization rate. For local
file systems (e.g., ext4), Spark requires files to be accessible
via the same path across all nodes. In this case, data read
time depends on the task’s file size and the Executor’s disk
speed, i.e., Srcqq takes the value of Ci.eqq.

If task data replicas on other file systems are not present on
node j, the data must be retrieved remotely over the network,
and the retrieval time can be expressed as:

TimeLocal; ; =

“)

Sizetotal

®)

TimeRemote; ; = netin % (1—a)
Where o represents the current network bandwidth utiliza-
tion.
Once the data required by task; is loaded into the Ex-
ecutor’s memory, the computation phase begins. The task
computation time is calculated as:

Sizetotal

T' s =
zmeCalz,] CalSpeedj X (1 - B)

(6)

Where (3 denotes the current CPU utilization rate.

After Map task computation, intermediate data is written
to disk for subsequent Reduce stage processing. Assuming
a data scaling factor of v and 6, as the disk write
bandwidth utilization ratio, the write time is:

Sizetotal Xy
erite X (1 - ewrite)

Therefore, the total execution time of Map task; on
Executor e; is:

TimeWrite; ; = (7

Time; j = [TimeLocal; ;, TimeRemote; ;]

8
+ TimeCal; j + TimeWrite; ; ®

4) Reduce Task Execution Time Model

In the Reduce stage, each task fetches partitioned data
from all Map stage output data. To avoid network congestion
from many-to-many communication, Spark limits the data
pulled per communication by the configuration parameter
MaxSizelInFlight (48 MB by default). Thus, the time for
Reduce task to fetch data from remote node is:

MazSizeInFlight
Netij X (1 — a)

Sizelotal — Sizeloeal
MazSizeInFlight
- Sizeon — Siz€jocal
o N@tij X (]. —a)

TimeTrans; ; =

©)

Where Sizeiotq 1S the total data volume for task;,
Sizeocql 15 the local data volume, and Net;; is the network
bandwidth utilization.

Remote-fetched data is stored in the Executor’s memory
buffer. When data exceeds the memory threshold, it spills to
disk, incurring spill overhead. During spilling, Spark writes
data to disk files in 10,000-entry batches. Assuming an
average spill block size of sizesp; (per 10,000 entries), the
number of spill operations is:

SpillNum — Sizeiotal — S12€10cal — SPIllThreshold

Sizespi”
(10)

During memory data spill to disk, the disk write time is
calculated as:

SpillNum x Sizespi

11
Cwm'te X (1 - ( )

TimeSpill; ; =

awm'te)

Upon data fetch completion, the task reads spilled data
from disk and processes local data, both requiring disk
access. The disk read time is:

Sizeom — SpillThreshold
Cread X (1 — 6read)
n Sizelocal
Cread X (1 — Oreaa)

TimeRead; ; =

12)

Therefore, the total execution time of Reduce task; exe-
cuting on Executor e; is:

Time; j = TimeTrans; ; + TimeSpill; ;

13
+ TimeCal; ; + TimeRead; ; (13

B. Optimal Scheduling Problem Transformation

In Spark’s Executor-Task scheduling system, the task-
Executor assignment relationship is modeled as a n X m
bipartite graph adjacency matrix P, where n is the number
of unscheduled tasks and m is the number of idle Executors.
The element p; ; is a binary variable: p; ; = 1 if task; is
assigned to Executor e;, otherwise 0.
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Po,o Po,m—1

P = (14)

Pn-1,0 Pn—1,m-1

During scheduling, the following constraints must be sat-
isfied:

1. Task atomicity: Each task is assigned to at most one
Executor.

2. Executor capacity: Each Executor runs at most one task
per scheduling interval.

Mathematically, these are expressed as:

m—1
pij <1, Yie[0,n—1];
7=0
- (15)
me- <1, VYjelo,m—1]
1=0

Additionally, the number of valid assignments equals the
minimum of unscheduled tasks and idle Executors:

m—1n—1

Z me» = min {m,n}

i=0 j=0

(16)

Meanwhile, by sensing task data volume and integrating
node performance with real-time loads, the predicted exe-
cution time of tasks on different Executors is defined as an
n X m matrix T using the task execution time model from
the previous section:

T’L'm€070 Timeo,m, 1

T = a7

Timen,1’0 Timenfl’mfl

where T'ime; ; represents the predicted execution time of
task; on e;.

Combining matrices P and 7', the task scheduling problem
in Spark is modeled as a weighted bipartite graph matching
problem based on execution time. As shown in
the constructed weighted bipartite graph BG = (U,V,S)
consists of task set U, Executor set V, and edge set S. An
edge s(i,j) denotes the assignment of task; to Executor e;
(corresponding to p; j=1), with edge weight w(3i, j) repre-
senting the execution time T'ime; ;.

The total execution time of the scheduling scheme is the
sum of weights for all matched edges, formalized as:

Time (P, T) (18)

Z P x T

Among them, the row vector P; in matrix P represents
the assignment of task; to all m Executors, and the vector
T; denotes the execution time of task; on each Executor.

Using the unified graph model, the optimal task scheduling
problem is transformed into a minimum weight bipartite
graph matching problem. To obtain the optimal task schedul-
ing scheme, the task scheduling matrix P should minimize
the total execution time of all tasks. This objective function
can be formalized as:

&3

Fig. 4. Weighted Bipartite Graph Matching.

n—1
=Min Y P xT;"
=0

MinTime (P,T) (19)

Minimizing total execution time not only reduces job
completion time but also balances Executor resource loads
through multidimensional load-aware weight modeling,
thereby optimizing cluster resource utilization.

C. Weighted Bipartite Graph Construction Algorithm

In the specific construction of the weighted bipartite graph,
edge weight calculation is first performed using task data,
node performance, and real-time load statistics provided by
Algorithm 1. This is combined with the execution time
models of Map tasks (Eq. 8) and Reduce tasks (Eq. 13)
to compute edge weights. The edge set S incorporates all
possible edges and their corresponding weights to model
feasible task scheduling schemes. The selection of final edges
(i.e., optimal scheduling schemes) is discussed in the next
subsection.

Algorithm 2 Weighted Bipartite Graph Construction Algo-
rithm
Input: A set of TaskSet: TK; Executor assigned
when scheduling a Task: SFE; Partitioned data
information for a Task: T}, snf0; Node performance set:
LM{Net;;, TimeCal; ;, CalSpeed;, Cyrite, Cread}s
Remote data volume for a Task: D;; Node real-time load
set: MT{a,f3,0};
Output: Weighted bipartite graph: BG = U, V, S;
Initialize: Node set:U <— T K,V < MZFE ; Initialize edge
set: S < {};
m = ME.size(),n = TK.size()
for (i =0;i <n;i++) do
for (j=0;j<m;j++) do
if (TK [i] ismapper) then
w(i,j) = eq(8, Sizetotar, MT, LM)

else
w(i,j) = eq(13,Tp_into, Dy, MT, LM)
end if
s(1,7) .addWeight(w(i, 7))
S=5Us(i,j)
end for

end for

BG = (U,V,S)

return BG
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D. Spark Task Scheduling Algorithm Based on Multidimen-
sional Load Sensing

In actual task scheduling, performing weight matching for
all unscheduled tasks each time would lead to high time
complexity. First, all tasks are sorted in descending order of
execution time. Then, a fully weighted bipartite graph BG of
m X m is constructed using Algorithm 2, and finally solved
via the Kuhn-Munkres (KM) algorithm.

Notably, the KM algorithm is designed to solve the max-
imum weight matching problem, whereas our objective is to
minimize the total execution time. To adapt our problem to
the KM algorithm, we negate all edge weights w; ; ((i.e., the
predicted execution times T'ime; ;) when constructing the
weight matrix. Consequently, finding the maximum weight
sum becomes equivalent to finding the minimum total exe-
cution time.

Furthermore, the standard KM algorithm requires a com-
plete bipartite graph, which means that the two sets of ver-
tices must be of equal size. When the number of unscheduled
tasks n is less than the number of idle Executors m, we
create mn virtual ~’placeholder tasks” in the task set to meet
this requirement. The edge weights from these placeholder
tasks to all Executors are set to a very large positive value
(which becomes a very small negative value after negation),
ensuring that they will not be selected in the maximum
weight matching solution and thus preserving the correct
matching for real tasks.

Eventually, the algorithm returns a scheduling matrix P,
which represents the optimal solution to task scheduling in
this batch.

The KM algorithm solves the maximum weight matching
problem for fully weighted bipartite graphs, aiming to find
a matching in the bipartite graph that maximizes the sum
of the weights of the matching edges. This conflicts with
the objective function of minimizing the task completion
time. Thus, in implementation, edge weights are set to their
negative values to align the problem’s objective function with
the applicable conditions of the KM algorithm. Additionally,

when the number of unscheduled tasks is less than the
number of idle Executors (i.e., n < m), m-n placeholder
tasks are created in BG to satisfy the KM algorithm’s
operational requirements. Each placeholder task has an edge
weight of i (where 7 is greater than the weight of any edge
in BG) to form the elements required for the KM algorithm
to operate.

Algorithm 3 generates the optimal scheduling plan for
tasks in the Map and Reduce Stages based on node perfor-
mance, real-time load, the longest m tasks selected by the
Longest Processing Time (LPT) strategy and the performance
set of idle executors.

Algorithm 3 Spark Task Scheduling Algorithm Based on
Multidimensional Load Sensing

Input: Number of tasks LPT chooses to prioritize for
scheduling: m; Node real-time load set: MT{«,f,0};
Assigned Executor: MUFE; Node performance set:
LM{Net;;, TimeCal; j, CalSpeed;, Ciyrite; Cread}
Output: Task Scheduling Matrix: P;
Initialize:Task scheduling matrix: P < {}; Fully
weighted bipartite graph: BG < algo(2, m, MT, LM);
for w (i,7) in BG do

w (Zaj) =-w (Zaj)
end for
MWBM = KM (BG) //IMWBM of BG obtained by
applying KM algorithm
for (i =0;i <m;i++) do

for (j =0;j <m;j++) do

if s(; ;) is selected by the MWBM then
Pij =1
else
pij =0
end if
end for
end for
return P

The time complexity of generating the task scheduling
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TABLE 1
SPARK CLUSTER SOFTWARE CONFIGURATION

Type Configuration
Operating system CentOS-7.9
Hadoop version Hadoop-2.10.2
Spark version Spark-2.4.6
Java version 1.8
Scala version 2.12.10
Prometheus 2.26.0
Node Exporter 1.1.2

solution matrix P in Algorithm 3 is O(m?), and the time
complexity of the KM algorithm is O(m?). Thus, the total
time complexity is O(m?) + O(m?). Additionally, task
selection based on the LPT strategy requires sorting all tasks
once, with a time complexity of O (nlogn). Constructing
the fully weighted bipartite graph BG using Algorithm 2
has a time complexity of O(m?). In practical scenarios, the
number of Executors assigned (m) is typically much smaller
than the number of tasks (n). Therefore, the overall time
complexity of the algorithm is dominated by O (nlogn) due
tom << n.

IV. EXPERIMENT

In this paper, we extend the task scheduling module of
Spark 2.4.6 via the TaskSchedulerImpl interface, embedding
the MDLS strategy into the native framework as a plugin
to ensure compatibility with the existing cluster task execu-
tion mechanism. We conduct comparative experiments in a
heterogeneous cluster environment.

A. Experimental Setup

The experimental cluster consists of six physical servers,
including one master node and five worker nodes (Note:
”slave” is updated to “"worker” for modern terminology con-
sistency). Each node is a multi-role node deployed with other
service applications (Note: “applications” is more technically
precise than “programs”). We use Prometheus to monitor
real-time resource usage of each node in the cluster. Nodes in
the cluster share the same software environment, and specific
version information is shown in

The servers are distributed across three different racks.
Each rack contains two nodes, and the nodes in the racks
are interconnected via a single switch, with network band-
widths of 10Gbps, S00Mbps, and 1Gbps for the three racks,
respectively. The cluster topology is shown in
The distribution of cluster nodes and hardware configuration
details are listed in

TABLE II
CLUSTER NODE DISTRIBUTION AND HARDWARE CONFIGURATION

Rackl
Nodel Node6

Rack2
Node3  Node5

Rack3
Node2 Node4

Cluster Information

CPU Frequency (GHZ) 2.1 22 22 2.4 2.1 2.4
Number of Allocated CPU Cores 6 6 6 6 6 6
Allocated Memory (GB) 48 48 48 48 48 48
Network Bandwidth (Bps) 10G 500M 500M 500M 1G 1G
Disk Capacity (TB) 83 30 30 2 83 2
Disk Write Performance 700m/s  767m/s 1.5g/s  S515m/s  670m/s  536m/s
Disk Read Performance 2.3gls 3gls 2.5g/s  829m/s  670m/s  835m/s
Is Hadoop Node Yes Yes Yes No Yes No

B. Single-Round Performance Analysis

Single-round jobs, typically comprising one Map stage
and one Reduce stage, are a key benchmark for evaluating
a scheduler’s fundamental efficiency. We demonstrate the
superiority of MDLS by analyzing three different types of
benchmarks.

WordCount, a widely used task in large-scale data pro-
cessing, aims to count the occurrences of each word in
the input data. While the shuffle data volume in Word-
Count is relatively small, its performance is still sensitive
to computation and network transfer efficiency. As shown in
MDLS maintains a performance lead on the 300GB
dataset. This is primarily attributed to its global decision-
making capability based on optimal matching. Within a
scheduling batch, MDLS does not assign tasks one-by-one
using a greedy approach like DEF or RUPAM. Instead, it
solves for a batch-level "Pareto optimal” solution using the
KM algorithm. This means it can balance the computational
needs and data locations for multiple tasks simultaneously,
minimizing the total completion time for all tasks in that
batch and thus accumulating small but critical advantages at
every scheduling decision point.

Experimental data show that for a 200GB dataset, MDLS
reduces job execution time by 6.09% compared with the DEF
scheduling strategy and by 3.24% compared with RUPAM.
As dataset size increases, MDLS’ performance advantage
becomes more pronounced: for a 250GB dataset, job execu-
tion time is reduced by 6.8% compared with DEF and 3.4%
compared with RUPAM; for a 300GB dataset, execution time
is reduced by 7.43% compared with DEF and 4.5% compared
with RUPAM. As dataset size grows, data transmission and
processing pressure increase. MDLS optimizes bandwidth
allocation to avoid network congestion under high load and
enhances network utilization under low load, enabling syn-
ergy between application-layer transmission semantics and
network-layer resource conditions. This effectively reduces
job execution time across datasets of different sizes.

Sort [33]], a common workload benchmark task primar-
ily used for sorting data objects, has experimental re-
sults presented in Experimental data show that
MDLS demonstrates significant performance advantages
across datasets of varying sizes.

For a 40GB dataset, MDLS reduces execution time by
9.3% compared with DEF and 3% compared with RUPAM.
For a 60GB dataset, MDLS further shortens execution time
by 10.5% compared with DEF and 3.7% compared with
RUPAM. MDLS performs even better for an 80GB dataset,
with execution time reduced by 11% compared with DEF
and 2.7% compared with RUPAM. Although the RUPAM
strategy employs a static priority queue for task resource allo-
cation, it cannot adjust in real time according to data size and
task load changes, limiting its performance improvement. In
contrast, MDLS uses a multi-dimensional load-aware weight
allocation mechanism to monitor task load in real time and
dynamically adjust task allocation weights based on multi-
dimensional factors such as data size and computational
complexity. In the Sort task, as data size increases, task load
and complexity also increase. MDLS adapts better to these
changes by allocating resources reasonably to avoid compu-
tational resource imbalance, thereby significantly improving
the execution efficiency of the Sort task.
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TeraSort [34], a sorting and merging framework based
on MapReduce technology, is designed to handle large-
scale data sorting and merging. Its test suite is provided
by HiBench, with experimental results summarized in fig8.
Across the three data sizes, MDLS outperforms DEF by
11.3%-13.9%, while the RUPAM strategy achieves an
8.2%-10.9% improvement. The DEF strategy lacks compre-
hensive consideration of multidimensional resources in large-
scale data processing, failing to schedule tasks reasonably
based on data distribution and node load. This leads to low
resource utilization and consequently long task execution
time. By contrast, MDLS assigns tasks to different nodes
according to data distribution, avoiding concentration and
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waste of computing resources. This significantly optimizes
the scheduling and execution efficiency of large-scale data
sorting and merging.

C. Iterative Job Performance Analysis

The above three workloads each consist of only two
Stages and one Shuffle. However, real-world big data pro-
cessing scenarios often involve more complex task flows.
To comprehensively demonstrate the performance advantages
of the multidimensional load-aware task scheduling strategy
(MDLS), three workloads with more Stages—Linear Regres-
sion (LR), PageRank (PR), and Random Forest (RF)—were
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Fig. 9. Execution Results of the Multi-Stage Benchmark.

selected, and experiments were conducted on various datasets
of different sizes. Experimental results are shown in[Figure 9]

As shown in [Figure 9] MDLS achieves the most significant
performance improvements across all iterative jobs, with
gains of up to 37.6%. This powerfully demonstrates the
Cumulative Advantage of the MDLS strategy. The greedy
or static approaches of DEF and RUPAM may make locally
optimal but globally suboptimal decisions at each stage,
accumulating “’scheduling debt.” MDLS, by striving for a
global optimum in every scheduling batch, effectively pre-
vents this negative compounding effect. For example, across
the multiple iterations of PageRank, MDLS consistently
assigns computation tasks to nodes with lower CPU loads
while preserving network bandwidth for subsequent data
shuffles. This forward-looking, cross-stage resource balanc-
ing is a capability that the other two strategies lack and is
the fundamental reason for MDLS’s success in complex job
flows.

D. Resource Load Analysis

To further demonstrate MDLS advantages, we collected
samples of CPU and network resource utilization during
runtime for three typical workloads: PageRank, Sort, and
WordCount. Resource utilization results are shown in
[ure 10| and [Figure 1} Experimental results indicate that
while DEF enhances data locality through delay scheduling
to reduce application-layer data transmission, its lack of
network-layer bandwidth and load awareness leads to delays
from network congestion or underutilization. For example,
during peak data transmission, DEF cannot adjust task allo-
cation in time, causing overutilized network bandwidth that
impacts other tasks and increases execution time. RUPAM’s
static queuing mechanism also fails to dynamically sense
network load changes or adjust task allocation based on real-
time bandwidth conditions, resulting in inefficient network
resource use. In contrast, MDLS dynamically adjusts task
allocation weights under high network load by monitoring
multidimensional resource usage, controlling bandwidth to
avoid congestion while enhancing utilization under low load.
This creates synergy between application-layer transmission
and network-layer resources, balancing resource load while
minimizing task completion time.

In terms of CPU resource utilization, as shown in
MDLS exhibits significantly higher CPU utilization
than the other two methods across three typical workloads.
As shown in Figure 10, MDLS achieves significantly higher
CPU utilization than its counterparts in all tests. The box

plot for the Sort job, in particular, reveals the superior
load balancing capability of MDLS: it achieves the highest
median CPU utilization while also displaying the narrow-
est interquartile range (IQR). This demonstrates that CPU
utilization under MDLS is not only higher overall but also
more uniform across the nodes. Such a distribution provides
empirical evidence of MDLS’s success in mitigating load
imbalance by migrating tasks from contended to available
nodes, which in turn improves the cluster’s parallel efficiency.
In the PageRank job, MDLS reaches a peak CPU utilization
of 51.8%, compared to DEF’s 46.2%; in the Sort job, MDLS
achieves a peak CPU utilization of 41.5%, significantly
higher than DEF’s 29.85%; in the WordCount job, MDLS’s
peak CPU utilization is 40.1%, surpassing DEF’s 33.65%
and RUPAM’s 36.45%.

The DEF strategy lacks the ability to dynamically allocate
CPU resources, failing to distribute CPU resources reason-
ably according to task computational demands. This leads to
idle CPU resources on some nodes and overuse on others,
reducing overall CPU utilization. RUPAM’s static queuing
mechanism fails to adjust task allocation in real time to adapt
to CPU load changes, leading to inefficient CPU resource
utilization. By contrast, MDLS pre-senses data distribution
and task characteristics, dynamically adjusting allocation
weights based on real-time load of different resource types at
each node. This avoids severe computing resource skewing,
balances node resource loads, and minimizes completion
time, demonstrating its load-sensitive elastic scheduling ca-
pability.

In summary, compared with Spark’s default scheduling,
the RUPAM strategy uses static priority queues for resource
types (e.g., CPU, network, storage, and memory), sorting
them by capacity in descending order and allocating tasks
via feature-queue matching to optimize execution efficiency.
However, its static queuing mechanism cannot dynamically
sense Executor real-time load changes, disconnecting task
allocation from current node load states. Similarly, some
studies optimize from the perspective of task cost and
latency benefits, such as the CALS strategy proposed by
Xu et al. [35], which uses a greedy algorithm to optimize
task execution order and dynamically adjusts delay times.
In contrast, the MDLS strategy in this paper goes a step
further. It first employs the LPT strategy for batch task
selection, then constructs a multi-dimensional load-aware
task execution time model by integrating node computing
capability, data distribution, and Executor real-time load. It
builds a fully weighted bipartite graph and solves for the
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batch-level global optimal scheduling scheme via the KM
algorithm. This reduces task execution time while avoiding
computing resource load skewing.

Experimental results indicate that although MDLS in-
troduces moderate scheduling delays through real-time re-
source monitoring and heuristic decision-making, it achieves
significant performance gains compared to Spark’s default
scheduling.

V. CONCLUSION

Cluster performance and load heterogeneity are critical
factors affecting Spark task scheduling. This paper proposes
a Spark task scheduling strategy based on Multidimensional
Load Sensing (MDLS). The strategy first assesses the per-
formance and real-time load of each compute node, counts
the data load and distribution of compute tasks, and performs
multi-dimensional dynamic modeling of task execution times
on different Executors. It then analyzes Spark’s Executor-
Task scheduling mechanism in depth, transforming the op-
timal task scheduling problem into a minimum weighted
bipartite graph matching problem. Finally, combining Spark’s
task execution mechanism with the Longest Processing Time
(LPT) strategy, it constructs a fully weighted bipartite graph
and solves for the batch optimal scheduling plan using
the Kuhn-Munkres (KM) algorithm. MDLS addresses the
performance bottlenecks of Spark’s default scheduling policy,
which focuses solely on data locality and uses a polling-
based load balancing approach in heterogeneous clusters. Ex-
perimental results show that MDLS improves Spark cluster
job execution efficiency, balances node load more effectively,
and achieves up to 37.6% performance improvement.

DEF MDLS |
(b) Sort CPU utilization

DEF MDLS _ RUPA
(c) PageRank CPU utilization

DATA AND CODE AVAILABILITY

The data and code supporting this study are available in the
GitHub repository at |https://github.com/wcy666103/spark-
paper-task
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